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Abstract

Networks on Chip (NoC) has emerged as the paradigm
for designing scalable communication architecture for Sys-
tems on Chips (SoCs). Avoiding the conditions that can lead
to deadlocks in the network is critical for using NoCs in
real designs. Methods that can lead to deadlock-free op-
eration with minimum power and area overhead are im-
portant for designing application-specific NoCs. A major
class of deadlocks that occur in NoCs are due to the de-
pendencies among the resources shared by different mes-
sage types. In this work, we consider the problem of avoid-
ing message-dependent deadlocks during the NoC topology
synthesis phase. We show that by considering this issue dur-
ing topology synthesis, we can obtain a significantly better
NoC design than traditional methods, where the deadlock
avoidance issue is dealt with separately. Our experiments
on several SoC benchmarks show that our proposed scheme
provides large reduction in NoC power consumption (an av-
erage of 38.5%) and NoC area (an average of 30.7%) when
compared to traditional approaches.

Keywords: Networks on Chips, Systems on Chips,
Message-dependent deadlocks, routing-dependent dead-
locks, topology, synthesis.

1 Introduction

Today’s Systems on Chips (SoCs) consist of a large num-
ber of computing and storage cores that are interconnected
by means of single or multiple layers of buses In order
to cope with the large communication demands of such
SoCs, a modular, scalable interconnect based on Networks
on Chips (NoCs) is needed [1]-[6].

Designing a custom-tailored interconnect that satisfies
the performance and design constraints of the SoC is impor-
tant to achieve efficient NoC designs [27]-[32]. A critical,
but often neglected issue when designing NoCs is that they
have to guarantee deadlock-free operation. If the NoC has
no support to either avoid or recover from deadlocks, then
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correct functionality of the system cannot be guaranteed.
This can lead to system crashes and unexpected system be-
havior, which is clearly unacceptable for SoCs. Designing
efficient methods that avoid such a situation with minimum
power and area overhead is an important research area in
the NoC domain.

The deadlocks that can occur in NoCs can be broadly
categorized into two classes: routing-dependent deadlocks
and message-dependent deadlocks [33], [7]-[12]. Routing-
dependent deadlocks occur when there is a cyclic depen-
dency of resources created by the packets on the various
paths in the network. For regular topologies (such as the
mesh, torus), the use of restricted routing functions based on
turn models is an effective way to avoid routing-dependent
deadlocks [9], [10]. For custom application-specific NoCs,
obtaining deadlock-free paths is a bigger challenge. In fact,
recently there have been several works that have addressed
deadlock-free path selection mechanisms for custom NoC
designs [12], [22], [32]. While there are several works
that target freedom from routing-dependent deadlocks in
NoCs, relatively few works exist on obtaining freedom from
message-dependent deadlocks. The major focus of this pa-
per is to address this important issue of obtaining message-
dependent deadlock-free network operation.

Message-dependent deadlocks occur when interactions
and dependencies are created between different message
types at network endpoints, when they share resources in
the network. Even when the underlying network is designed
to be free from routing-dependent deadlocks, the message-
level deadlocks can block the network indefinitely, thereby
affecting the proper system operation. An example situation
where a message-dependent deadlock occurs is presented in
Figure 1(a). In this example, two of the cores are masters
and two other cores are slaves. In this system, we assume
two kinds of messages: request and response. Consider
the following situation: Master 1 sends a request to Slave
1 (Req 1), Slave 1 is replying to a previously issued request
to Master 1 (Resp I) and at the same time, Slave 2 sends
a response to Master 2 (Resp 2). When requests and re-
sponses share the same links, Resp 2 is waiting for link 1
which is used by Req I and Resp I waits for link 4 used by
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(a) Example of deadlock

Resp 2. Meanwhile, Req! is waiting for Slave 1, the oper-
ation of which has been stalled as Resp I could not com-
plete. Thus, none of the messages can move ahead, leading
to a deadlock situation. An interesting point to note here is
that message-level deadlocks can be avoided if the receivers
have infinitely large buffering or if they have perfectly ideal
operation (consuming all received data instantly), which
would avoid queuing of the packets in the network. Ob-
viously, such a solution is not feasible to obtain in practice.

In traditional multi-processor interconnection networks,
the most common ways to avoid message-dependent dead-
locks are the use of separate logical or physical networks for
the different message types [13]-[21]. This would ensure
that the different message types do not share the network
components, thereby guaranteeing freedom from message-
dependent deadlocks. The most common method to achieve
separate logical networks is the of use of separate virtual
channels for the different message types [13]. For the ex-
ample design presented in Figure 1(a), each router input will
need two virtual channels: one for the request messages and
the other for the response messages (refer Figure 1(b)). This
separation of message types is maintained at all the switches
in the network. In the case of separate physical networks,
the request network is built separately from the response
network, an example of which is shown in Figure 1(c). This
is the most commonly used solution in complex bus designs
such as the STBus from STMicroelectronics [19] and sev-
eral multi-processor designs [20], [21].

In this work, we show that by mapping the different
message types onto different network resources during the
topology mapping and synthesis phase, we can achieve
much better NoC designs (in terms of power consumption
and network area) than traditional approaches. We present a
topology synthesis algorithm that specifically considers the
message types and ensures the creation of a network that
is free from message-dependent deadlocks. We also im-
plement the common methods of deadlock avoidance: hav-
ing separate virtual channels and having physically separate
networks for the message types. For all the schemes, we
make the underlying network operation free from routing-
dependent deadlocks by applying existing methods from
[12]. We perform experiments on several SoC designs,
which show that our proposed scheme provides large reduc-
tion in the NoC power consumption (an average of 38.5%)
and area (an average of 30.7%) when compared to the tra-
ditional approaches.

(b) Logically separate networks
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(c) Physically separate networks

2 Previous Work

The motivation for the use of NoCs has been established
in several works [1]-[6]. The use of turn models to avoid
deadlocks in mesh and torus networks has been presented
in [10]. There has been a large body of work that have fo-
cused on developing routing-dependent deadlock-free oper-
ation for interconnection networks [9]-[12]. Several other
works exist in the area of recovering from deadlocks in net-
works [7], [8].

The design of application specific NoCs has been ex-
plored in several works [24]-[30]. None of these works ad-
dress the issue of message-level deadlock avoidance, which
is critical for proper system operation. Avoiding routing-
dependent deadlocks for mesh topologies has been consid-
ered in [24]. Avoiding routing deadlocks for custom NoC
topologies have been presented in [22], [31], [32].

The use of logically separated networks to avoid
message-dependent deadlocks has been utilized in sev-
eral industrial multi-processors, such as [14]-[17]. The
use of physically separated networks to remove message-
dependent deadlocks is used in many designs, such as [20],
[21]. In [5], message-level deadlock freedom is achieved
by a different mechanism than using logically or physi-
cally separated networks. It utilizes an end-to-end flow
control scheme, which ensures that messages are sent from
the sender only when the receiver has enough buffering re-
sources to store them. This is coupled together with a net-
work design that uses time division multiplexing to divide
the network resources among the various communicating
elements, providing guaranteed throughput to connections.
This leads to buffering free network for such connections
and removal from message-level deadlocks. The deadlock
avoidance mechanism using their protocol is presented in
[23]. As we target general NoC designs that need not sup-
port such end-to-end flow control mechanisms, we do not
compare such a scheme with our method presented here.

3 Topology Synthesis with Message-Level
Deadlock Freedom

We implement our message-dependent deadlock-free
path selection routine as a plug-in to an established NoC
topology synthesis flow. We assume that the application
kernels are parallelized and mapped onto different proces-
sors and hardware cores using existing tools, as done in
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earlier works [24]-[32]. The communication traffic flow
between the various cores is represented by a core graph,
which is taken as the input to the topology synthesis flow.
The core graph for a small filter example (Figure 1) is shown
in Figure 2. The edges of the core graph are annotated with
the sustained rate of traffic flow, multiplied by the criticality
level of the flow, as done in [26].

Before presenting the message-dependent deadlock-free
path selection routine, we first present the basic topology
synthesis flow. In the topology synthesis procedure (Algo-
rithm 1), we synthesize several topologies: starting from
a topology where all the cores are connected to a single
switch to a topology where each core is connected to a sep-
arate switch. For the chosen switch count, the input core
graph is partitioned into those many min-cut partitions (re-
fer to step 2 of Algorithm 1). At this point, the communica-
tion traffic flows within a partition has been resolved.

Now, we integrate in the main flow the core contribution
of this work (in step 4 of Algorithm 1), i.e. an algorithm
(PATH_COMPUTE) that maps the communication flows to
physical paths while guaranteeing deadlock freedom. This
algorithm is explained in detail in the following paragraphs.
Once the paths for a topology are selected, Algorithm 1 re-
sumes, where the design area, power consumption and wire-
length for the topologies are obtained. Then, the topology
that best optimizes the user objectives and satisfies all the
design constraints is chosen. The topology synthesis flow,
without considering freedom from message level deadlocks,
has been presented by us in detail in [32].

Now, we explain the path selection mechanism (Al-
gorithm 2) that guarantees message-dependent deadlock-
free operation of the NoC. In the first step of the
PATH_COMPUTE algorithm, the flows are ordered in de-
creasing rate requirements, such that bigger flows are as-
signed first. The heuristic of assigning bigger flows first
has been shown to provide better results (such as lower
power consumption and more easily satisfying bandwidth
constraints) in several earlier works [25], [31]. Then, for
each flow in order, we first evaluate the message type of
the flow (step 2 of Algorithm 2). The message types can
either be fed explicitly by the user, or can be implicitly
considered by the tool. As an example for implicitly con-
sidering the type, in shared memory systems, all the traf-
fic flows that originate from processors and terminate into
memory devices are of request type. While those that origi-
nate from the memories and terminate in the processors are
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Figure 3. Algorithm Examples

Algorithm 1 Topology Design Algorithm

1: Vary the number of switches in the design from 1 to the
total number of cores in the design. Repeat steps 2 to 7
for each switch count.

2: For the chosen switch count, find that many min-cut
partitions of the communication graph. Cores in each
partition are attached to the same switch.

3: Check for bandwidth constraint violations when estab-

lishing the switches. The bandwidth of each link is the

product of the NoC operating frequency and link width,
which are inputs to the flow.

Find the connectivity between the switches using the

function PATH_COMPUTE (presented in Algorithm 2).

5: Evaluate the switch power consumption and average

hop-delay based on the selected paths.

Perform floorplan of the design. Obtain design area,

wire-lengths. Check for timing violations on the wires

and evaluate the power consumption on wires.

7: If solution minimizes objective, satisfies all constraints,
note the design point and the topology.

8: Choose the best topology and design point based on the
user objectives.

of response type. Note that in shared memory systems, all
inter-processor communication occur through the memory
devices. Note that, if the connection between any pair of
cores constitutes multiple message types, then each mes-
sage type needs to be treated as a separate traffic flow.

Next, we evaluate the amount of power that will be dis-
sipated across each of the switches, if the traffic for the cho-
sen flow uses that switch (steps 3-5 of Algorithm 2). This
power dissipation value on each switch depends on the size
of the switch, the amount of traffic already routed on the
switch and the frequency of operation. It also depends on
how the switch is reached (from which other switch) and
whether an already existing physical channel will be used
to reach the switch or a new physical channel will have to
be opened. The last information is needed, because open-
ing a new physical channel increases the switch sizes and
hence the power consumption of this flow and others that
are routed through the switch.

In our NoC architecture, we permit the instantiation of
multiple physical links between any two switches. When
finding whether a switch is reachable from another switch
for the current traffic flow, we evaluate whether any physical



links between the switches have already been established. If
s0, we see the message type of the traffic flows that have al-
ready been routed on the links. From the set of established
links, we choose a link that supports the same message type
as the current traffic flow and has enough bandwidth avail-
able to support the current flow. If no such link is available
between the switches, we evaluate the cost of opening up a
physical link for the current traffic flow.

The process of evaluating the power consumption for the
current traffic flow is repeated for all pairs of switches. Fi-
nally (in step 6 of Algorithm 2), the set of links from the
source to destination of the flow that has the least power
consumption is chosen. When choosing the paths, routing-
dependent deadlocks are also avoided by applying an exist-
ing method from [12]. Now physical connections are actu-
ally established on the chosen path and the message type of
the current flow is assigned to the links that have been used
for the flow.

Algorithm 2 PATH_.COMPUTE

1: For each traffic flow in decreasing order of the band-
width requirements, perform steps 2 to 6.

2: Find the message type supported by the chosen traffic
flow.

3: For il from 1 to number of switches in the current de-

sign and j1 from 1 to number of switches in the current

design, repeat steps 4 and 5.

If one or more physical links exists between the

switches il and j1, evaluate whether any link exists that

has already been supporting the current message type

& has bandwidth to support the current flow. If so, find

the marginal power consumption to re-use this existing

link.

5: Else find the marginal power consumption for opening

and using the link for this traffic flow.

Find the least cost path (path with least power con-

sumption) across the switches. For any links that were

newly established for this traffic flow, associate the

message type of this flow to the links. When select-

ing paths, choose only those paths that have turns not

prohibited for removing routing-dependent deadlocks

(based on the method from [12]).

7: Return the chosen paths, new switch sizes, connectivity
between switches and the type of message supported by
each of the links.

Example 1 Ler us consider the example from Figure 3(a). The
input core graph has been partitioned into 4 partitions. We assume
2 different message types: request and response for the various
traffic flows. Each partition p; corresponds to the cores attached
to the same switch. Let us consider routing the flow with a band-
width value of 100 MB/S between the vertices v1 and v2, across
the partitions pl and p2. The traffic flow is of the message type
request. Initially no physical paths have been established across
any of the switches. If we have to route the flow across a link be-
tween any two switches, we have to first establish the link. The
cost of routing the flow across any pair of switches is obtained.
We annotate the edges between the switches by the cost (marginal
increase in power consumption) of sending the traffic flow through
the switches (Figure 3(b)). The cost on the edges from p2 are dif-
ferent from the others due to the difference in initial traffic rates
within p2 when compared to the other switches. This is because,
the switch p2 has to support flows between the vertices v2 and
v3 within the partition. The least cost path for the flow, which is
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across switches pl and p2 is chosen. Now we have actually es-
tablished a physical path and a link between these switches. We
associate the message type request for this particular link. This
is considered when routing the other flows and only those traffic
Sflows that are of request type can use this particular physical link.
We also note the size and switching activity of these switches that
have changed due to the routing of the current flow.

4 Experimental Results

In this section, we present detailed experimental stud-
ies of our approach (which we further refer to as INT-TOP
meaning message-dependent deadlock avoidance integrated
with topology synthesis process) and compare it with tradi-
tional approaches:

(1) Using logically separate networks (L-SEP): In this
scheme, we use separate buffers at each input, with as many
buffers as the different message types, modeling the vir-
tual channel based approach to remove message-dependent
deadlocks.

(2) Using physically separate networks (P-SEP): In this
scheme, we design physically different networks for each
message type. For both these schemes we apply our topol-
ogy synthesis procedure to obtain the network topologies.

(3) With a design that has no support to avoid message-
dependent deadlocks (ORIG). Note that this base system
cannot be employed in SoCs, as it cannot guarantee proper
system operation. We present the experimental results for
this scheme to only evaluate the overhead incurred in the
other schemes to support deadlock-free operation.

4.1 Experimental Platform and Models

We utilize the xpipes [36] NoC architecture to imple-
ment the synthesized topologies. We built accurate analyti-
cal models for the power consumption and area of the net-
work components. To get the power estimates, the place-
ment and routing of the components is performed using
Cadence SoC Encounter [35] and accurate wire capaci-
tances and resistances are obtained, as back-annotated in-
formation from the layout, with a 0.13 4 technology library.
The switching activity in the network components is varied
by injecting functional traffic. The capacitance, resistance
and the switching activity report are combined to estimate
power consumption using Synposys PrimePower [34].

4.2 Comparison on SoC designs

We apply the deadlock prevention methods to five dif-
ferent SoC designs: Multi-media system (MULT 30 cores),
IMage Processing application (IMP-27 cores), Video PRO-
Cessor (VPROC-42 cores), MPEG4 decoder (12 cores) and
Video Object Plane Decoder (VOPD-12 cores). The com-
munication characteristics of some of these benchmarks is
presented in [37]. There are two types of messages that
are supported in each design: request and response. Each
design consists of almost equal number of request and re-
sponse traffic flows. This is because, every processor core
communicates through the memory core, necessitating two-
way communication (hence a request and response traffic
flow) between the processors and memories. To make a fair
comparison of the different schemes, we use the same syn-
thesis approach and design constraints for synthesizing the
topologies.
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The communication pattern (core graph) for one of the
applications (IMP) and the best synthesized topology for
our proposed scheme (INT-TOP) are presented in Figures
4(a) and 4(b). The design consists of 12 processors (Proc
0 to Proc 11), a private memory for each processor (PM 0
to PM 11), a shared memory (SHM), a semaphore memory
(SMM) and an interrupt device (INT). In the application, all
communication from the processors are of request message
type and communication to the processors are of response
message type. In Figure 4(b), those links that support re-
quest message type are in bold and those links that support
response message type are dashed.

The network power consumption, based on the func-
tional traffic for the various designs using the different
schemes is presented in Figure 5. As seen from this figure,
the INT-TOP scheme presented in this work, outperforms
the two conventional message-dependent deadlock avoid-
ance schemes: L-SEP and P-SEP. Our proposed scheme
leads to an average of 38.5% reduction in NoC power
consumption when compared to the state-of-the-art dead-
lock avoidance schemes. When compared to our INT-TOP
scheme, the L-SEP scheme requires large buffering require-
ments, as each virtual channel needs separate buffering re-
sources. The P-SEP scheme requires more switches than
the INT-TOP scheme, as the request and response mes-
sages utilize different networks. Interestingly, our proposed
scheme incurs only a 2.5% increase in power consumption
when compared to the ORIG scheme, where no message-
dependent deadlock avoidance support is provided. This
is mostly due to the efficient allocation of links to the dif-
ferent message types by our topology synthesis procedure.
The switch area for the different schemes for the SoC de-
signs, normalized with respect to the area of the base sys-
tem (ORIG) is presented in Figure 6. The proposed method
results in an average of 30.68% reduction in area when com-
pared to the state-of-the-art schemes.

4.3 Effect of Different Number of Message Types

In this sub-section, we examine the power consumption
of the proposed scheme, when the number of different mes-
sage types is varied. The number of message types in a sys-
tem depends on the underlying computation architecture.
Cache coherent systems typically support several different

PM 2
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message types. As an example, the S-1 multi-processor sup-
ports 4 different message types [18] and each type must be
mapped onto different resources in the network. In [17],
a more sophisticated protocol is used, which leads to seven
different message types. To see the impact on the number of
different message types, we created a synthetic benchmark
having the traffic characteristics of the VPROC design. In
this benchmark, around 80 different traffic flows exist, each
one representing a message. We fixed the number of mes-
sages and varied the number of message types in the design
from 1 to 7. The network power consumption for our pro-
posed scheme, for the different number of message types is
presented in Figure 7. This figure shows that our proposed
scheme results in efficient designs, even for a large number
of message types. Moreover, the rise in power consump-
tion with an increasing number of message types saturates
(designs with 6 and 7 message types have nearly the same
power consumption), as most messages are already mapped
onto unique links in the network.

4.4 Frequency Trade-offs

The algorithm presented here can also be used to per-
form frequency selection for a certain design. In this case,
the frequency of operation of the NoC can be varied and the
best topology can be synthesized for each frequency point.
A higher operating frequency results in links having more
bandwidth. Thus a smaller NoC can satisfy the design con-
straints. A trade-off curve for frequency vs power consump-
tion of the network for the VPROC is presented in Figure 8.
From such a curve, the most power-efficient operating fre-
quency can be chosen for the design.

5 Conclusions

For Networks on Chips (NoCs) to be used in indus-
trial designs, NoCs should guarantee proper system oper-
ation under all conditions. Achieving deadlock-free opera-
tion of the network with minimum power consumption and
area overhead is critical for application-specific NoCs. In
this work, we have focused on addressing the major is-
sue of avoiding message-dependent deadlocks during the
network operation. We have shown that by mapping the
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different message types onto different network resources
during the topology mapping and synthesis phase, we can
achieve large reductions in network power consumption
and network area when compared to the state-of-the-art ap-
proaches. In future work, we plan to compare deadlock re-
covery schemes with the proposed scheme for NoCs.
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